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In this article, I am going to discuss **Task-based Asynchronous Programming in C#** with some examples. Please read our [**multithreading articles**](https://dotnettutorials.net/lesson/multithreading-in-csharp/) before proceeding to this article. In C#.NET, the task is basically used to implement Asynchronous Programming i.e. executing operations asynchronously and it was introduced with .NET Framework 4.0.

Before understanding theory i.e. what is **Task**and **what are the benefits of using Task**, let us first discuss **how to create and use Task** in C#.

**Working with Task in C#:**

The Task-related classes belong to **System.Threading.Tasks** namespace. So the first and foremost step for you is to import the **System.Threading.Tasks** namespace in your program. Once you import the **System.Threading.Tasks** namespace, then you can create as well as access the task objects by using Task class.

**Note:** In general, the Task class will always represent a single operation and that operation will be executed asynchronously on a thread pool thread rather than synchronously on the main thread of the application. If this is not clear at the moment then don’t worry we will discuss this in practice.

**Example: Using the Task class and Start method in C#**

In the below example, we are creating the task object by using the Task class and then start executing it by calling the Start method on the Task object.

**using** *System;*

**using** *System.Threading;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Statred"**)**;

Task task1 = new Task**(**PrintCounter**)**;

task1.Start**()**;

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

Console.ReadKey**()**;

**}**

**static** **void** PrintCounter**()**

**{**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Started"**)**;

**for** **(int** count = 1; count **<**= 5; count++**)**

**{**

Console.WriteLine**(**$"count value: {count}"**)**;

**}**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

**}**

**}**

**}**

In the above example, we created the task object i.e. task1 using the Task class and then call the Start method to start the task execution. Here, task object task1 will create a new child thread to execute the defined functionality asynchronously on a thread pool thread. So, when you run the above application, you will get the following output.
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As you can see in the above output, two threads are used to execute the application code. The main thread and the child thread. And you can observe both threads are running asynchronously.

**Example: Creating a task object using Factory Property**

In the following example, we are creating the task object using the Factory property which will start automatically.

**using** *System;*

**using** *System.Threading;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Statred"**)**;

Task task1 = Task.Factory.StartNew**(**PrintCounter**)**;

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

Console.ReadKey**()**;

**}**

**static** **void** PrintCounter**()**

**{**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Started"**)**;

**for** **(int** count = 1; count **<**= 5; count++**)**

**{**

Console.WriteLine**(**$"count value: {count}"**)**;

**}**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

**}**

**}**

**}**

It will give you the same output as the previous example. The only difference between the previous example and this example is here we creating and running the thread using a single statement.

**Example: Creating a Task object using the Run method**

In the following example, we are creating a task by using the Run method of the Task class.

**using** *System;*

**using** *System.Threading;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Statred"**)**;

Task task1 = Task.Run**(()** =**>** **{** PrintCounter**()**; **})**;

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

Console.ReadKey**()**;

**}**

**static** **void** PrintCounter**()**

**{**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Started"**)**;

**for** **(int** count = 1; count **<**= 5; count++**)**

**{**

Console.WriteLine**(**$"count value: {count}"**)**;

**}**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

**}**

**}**

**}**

So, we have discussed three different ways to create and start a task in C#. From a performance point of view, the Task.Run or Task.Factory.StartNew methods are preferable to create and schedule the tasks. But, if you want to the task creation and scheduling separately, then you need to create the task separately by using Task class and then call the Start method to schedule the task execution for a later time.

**Task using Wait in C#:**

As we already discussed, the tasks will run asynchronously on the thread pool thread and the thread will start the task execution asynchronously along with the main thread of the application. So far the examples we discussed in this article, the child thread will continue its execution until it finishes its task even after the completion of the main thread execution of the application.

If you want to make the main thread execution wait until all child tasks are completed, then you need to use the Wait method of the Task class. The Wait method of the Task class will block the execution of other threads until the assigned task has completed its execution.

In the following example, we are calling the Wait() method on the task1 object to make the program execution wait until task1 completes its execution.

**using** *System;*

**using** *System.Threading;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Statred"**)**;

Task task1 = Task.Run**(()** =**>**

**{**

PrintCounter**()**;

**})**;

task1.Wait**()**;

Console.WriteLine**(**$"Main Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

Console.ReadKey**()**;

**}**

**static** **void** PrintCounter**()**

**{**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Started"**)**;

**for** **(int** count = 1; count **<**= 5; count++**)**

**{**

Console.WriteLine**(**$"count value: {count}"**)**;

**}**

Console.WriteLine**(**$"Child Thread : {Thread.CurrentThread.ManagedThreadId} Completed"**)**;

**}**

**}**

**}**

As you can see in the above code, we are calling the Wait() method on the task object i.e. task1. So, the main thread execution will wait until the task1 object completes its execution. Now run the application and see the output as shown in the below image.

![Wait method in Task-based Asynchronous Programming](data:image/png;base64,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)

So as of now, we have discussed how to work with threads using different approaches. Now let us discuss what is Task and why should we use Task?

**What Is A Task In C#?**

A task in C# is used to implement Task-based Asynchronous Programming and was introduced with the .NET Framework 4. The Task object is typically executed asynchronously on a thread pool thread rather than synchronously on the main thread of the application.

A task scheduler is responsible for starting the Task and also responsible for managing it. By default, the Task scheduler uses threads from the thread pool to execute the Task.

**What is a Thread pool in C#?**

A**Thread pool in C#** is a collection of **threads** that can be used to perform a number of tasks in the background. Once a thread completes its task, then again it is sent to the thread pool, so that it can be reused. This reusability of threads avoids an application to create a number of threads which ultimately uses less memory consumption.

**Why do we need to use a Task In C#?**

Tasks in C# basically used to make your application more responsive. If the thread that manages the user interface offloads the works to other threads from the thread pool, then it can keep processing user events which will ensure that the application can still be used.

That’s it for today. In the next article, I am going to discuss [**how to return a value from a task in C#**](https://dotnettutorials.net/lesson/return-a-value-from-a-task-in-csharp/) with some examples. Here, in this article, I try to explain Task-based Asynchronous Programming in C# using the Task class. I hope you understood how to create and use Task class objects in C#.

# C# Task Return Value

## ****C# Task Return Value with Examples****

In this article, I am going to discuss the **C# Task return value** in detail.Please read our previous article where we discussed [**how to create and use the task object in C#**](https://dotnettutorials.net/lesson/asynchronous-programming-in-csharp/)in different ways. At the end of this article, you will understand **How to Return a Value from a Task in C#** with examples.

The .NET Framework also provides a generic version of the Task class i.e. **Task<T>**. Using this **Task<T>** class we can return data or value from a task. In **Task<T>**, **T** represents the data type that you want to returns as a result of the task.

##### ****Example:****

In the following example, the CalculateSum method takes an input integer value and calculates the sum of the number starting from 1 to that number. Here the CalculateSum method returns a double value. As the return value from the CalculateSum method is of double type, so here we need to use Task<double> as shown in the below example.

**using** *System;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread Started"**)**;

Task**<double>** task1 = Task.Run**(()** =**>**

**{**

**return** CalculateSum**(**10**)**;

**})**;

Console.WriteLine**(**$"Sum is: {task1.Result}"**)**;

Console.WriteLine**(**$"Main Thread Completed"**)**;

Console.ReadKey**()**;

**}**

**static** **double** CalculateSum**(int** num**)**

**{**

**double** sum = 0;

**for** **(int** count = 1; count **<**= num; count++**)**

**{**

sum += count;

**}**

**return** sum;

**}**

**}**

**}**

**Output:**

![How to Return a Value from a Task in C#](data:image/png;base64,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)

**Note:** The Result property of the Task object blocks the calling thread until the task finishes its work.

##### ****Example:****

In the below example, we are writing the logic as part of the Anonymous method.

**using** *System;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread Started"**)**;

Task**<double>** task1 = Task.Run**(()** =**>**

**{**

**double** sum = 0;

**for** **(int** count = 1; count **<**= 10; count++**)**

**{**

sum += count;

**}**

**return** sum;

**})**;

Console.WriteLine**(**$"Sum is: {task1.Result}"**)**;

Console.WriteLine**(**$"Main Thread Completed"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It will also give you the same output as the previous example. So, whenever your logic is a few lines and that is going to be used only once, then it is always better to write the logic with the anonymous method.

##### ****Example: Returning Complex Type Value From a task****

In the below example, we are returning a Complex type.

**using** *System;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**$"Main Thread Started"**)**;

Task**<**Employee**>** task = Task**<**Employee**>**.Factory.StartNew**(()** =**>**

**{**

Employee employee = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Salary = 10000

**}**;

**return** employee;

**})**;

Employee emp = task.Result;

Console.WriteLine**(**$"ID: {emp.ID}, Name : {emp.Name}, Salary : {emp.Salary}"**)**;

Console.WriteLine**(**$"Main Thread Completed"**)**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **double** Salary **{** **get**; **set**; **}**

**}**

**}**

###### **Output:**

**![How to Return Complex Type Value From a task in C#](data:image/png;base64,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)**

**Chaining Tasks by Using Continuation Tasks**

**Chaining Tasks by Using Continuation Tasks in C#**

In this article, I am going to discuss **how to Chaining Tasks by Using Continuation Tasks in C#** with some examples. Please read our previous article where we discussed [**How to Return a Value from a Task in C#**](https://dotnettutorials.net/lesson/return-a-value-from-a-task-in-csharp/) with some examples.

While working with asynchronous programming, it is very common to invoke one asynchronous operation from another asynchronous operation passing the data once it completes its execution. This is called as continuations and in the traditional approach, this has been done by using the callback methods which is little difficult to understand.

But with the introduction of Task Parallel Library (TPL), the same functionality can be achieved very easily by using continuation tasks. In simple words, we can define a continuation task as an asynchronous task which is going to be invoked by another task (i.e. known as the antecedent).

**Creating a continuation for a single antecedent**

In C#, you can create a continuation by calling the ContinueWith method that is going to execute when its antecedent has completed its execution.

In the following example, the antecedent task i.e. task1 return an integer value. When it completes its executions, then it passes that value to the continuation task and that continuation task does some operation and returns the result as a string.

**using** *System;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Task**<**string**>** task1 = Task.Run**(()** =**>**

**{**

**return** 12;

**})**.ContinueWith**((**antecedent**)** =**>**

**{**

**return** $"The Square of {antecedent.Result} is: {antecedent.Result \* antecedent.Result}";

**})**;

Console.WriteLine**(**task1.Result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** The Square of 12 is : 144

**Scheduling Different Continuation Tasks**

The ContinueWith method has some overloaded versions that you can use to configure with multiple options when the continuation will run. In this way, you can add different continuation methods that will run when an exception occurred, when the Task is canceled, or the Task completed successfully. Let us see an example to understand this.

**using** *System;*

**using** *System.Threading.Tasks;*

**namespace** *TaskBasedAsynchronousProgramming*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Task**<int>** task = Task.Run**(()** =**>**

**{**

**return** 10;

**})**;

task.ContinueWith**((**i**)** =**>**

**{**

Console.WriteLine**(**"TasK Canceled"**)**;

**}**, TaskContinuationOptions.OnlyOnCanceled**)**;

task.ContinueWith**((**i**)** =**>**

**{**

Console.WriteLine**(**"Task Faulted"**)**;

**}**, TaskContinuationOptions.OnlyOnFaulted**)**;

var completedTask = task.ContinueWith**((**i**)** =**>**

**{**

Console.WriteLine**(**"Task Completed"**)**;

**}**, TaskContinuationOptions.OnlyOnRanToCompletion**)**;

completedTask.Wait**()**;

Console.ReadKey**()**;

**}**

**}**

**}**